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**Lab 3: User Environments实验报告**

**概述：**

本文是lab3的实验报告，主要介绍JOS中的进程，异常处理，系统调用。内容上分为三部分：

1. 用户环境建立，可以加载用户ELF文件并执行。（目前还没有文件系统，需要在内核代码硬编码需要加载的用户程序）
2. 建立异常处理机制，异常发生时能从用户态进入内核进行处理，然后返回用户态。
3. 借助异常处理机制，提供系统调用的能力。

**Part A: User Environments and Exception Handling**

本实验指的用户环境和UNIX中的进程是一个概念，之所有没有使用进程是强调JOS的用户环境和UNIX进程将提供不同的接口。  
JOS使用ENV数据结构记录用户环境，本实验只会创建一个用户环境，lab4将会支持多用户环境。内核维护了三个全局变量，

1. struct Env \*envs = NULL
2. struct Env \*curenv = NULL
3. static struct Env \*env\_free\_list

和lab2管理物理页的思路一样，envs指向一个ENV结构的数组，curenv指向当前正在运行的环境，env\_free\_list指向一个ENV结构的链表，保存未在运行的环境。ENV结构定义在inc/env.h中：

struct Env {

struct Trapframe env\_tf; // Saved registers

struct Env \*env\_link; // Next free Env

envid\_t env\_id; // Unique environment identifier

envid\_t env\_parent\_id; // env\_id of this env's parent

enum EnvType env\_type; // Indicates special system environments

unsigned env\_status; // Status of the environment

uint32\_t env\_runs; // Number of times environment has run

// Address space

pde\_t \*env\_pgdir; // Kernel virtual address of page dir

};

各个字段解释如下：

1. env\_tf：Trapframe结构定义在inc/trap.h中，相当于寄存器的一个快照，当前用户环境重新运行时，该结构中保存的寄存器信息将被重新载入到寄存器运行。
2. env\_link：指向下一个ENV结构，用于构建链表使用。
3. env\_id：用户环境的id
4. env\_parent\_id：当前用户环境父节点的id
5. env\_type：对于大部分用户环境是ENV\_TYPE\_USER，后面将会介绍特殊的系统服务环境
6. env\_status：当前用户环境状态
7. env\_pgdir：页目录地址

**Exercise 1**

实验要求修改kern/mpap.c中的mem\_init()函数，在其中分配一个ENV结构的数组给全局变量，并将线性地址UENVS映射到envs起始处。

思路和lab2中的pages数组的分配一样：  
在mem\_init()分配完pages数组后，添加如下语句：

envs = (struct Env\*)boot\_alloc(sizeof(struct Env) \* NENV);

memset(envs, 0, sizeof(struct Env) \* NENV);

这样就完成了envs的初始化。  
同样在mem\_init()中映射完UPAGES后，映射UENVS：

boot\_map\_region(kern\_pgdir, UENVS, PTSIZE, PADDR(envs), PTE\_U);

这样执行完mem\_init()后内核线性地址空间到物理地址空间的映射关系可用下图表示：

由于现在还没有文件系统，我们将直接把用户二进制程序直接嵌入到内核中。obj/kern/kernel.sym中类似\_binary\_obj\_user\_hello\_start，\_binary\_obj\_user\_hello\_end，\_binary\_obj\_user\_hello\_size这种符号就是用户程序的起始线性地址，终止线性地址。

观察kern/init.c中的i386\_init()函数会发现多了如下语句：

env\_init();

#if defined(TEST)

// Don't touch -- used by grading script!

ENV\_CREATE(TEST, ENV\_TYPE\_USER);

#else

// Touch all you want.

ENV\_CREATE(user\_hello, ENV\_TYPE\_USER); //会调用env\_create(\_binary\_obj\_user\_hello\_start, ENV\_TYPE\_USER)

#endif // TEST\*

env\_run(&envs[0]); //envs[0]已经在env\_create的时候初始化过了

ENV\_CREATE(user\_hello, ENV\_TYPE\_USER);这个宏相当于调用env\_create(\_binary\_obj\_user\_hello\_start, ENV\_TYPE\_USER)  
env\_init(), env\_create(), env\_run()这三个函数都没有实现，需要在Exercise2中完成。

**Exercise 2:**

完成kern/evn.c中的如下函数，使mem\_init()的env\_run(&envs[0])能正常执行。

1. env\_init()
2. env\_setup\_vm()
3. region\_alloc()
4. load\_icode()
5. env\_create()
6. env\_run()

**env\_init()：**

作用：初始化envs数组，构建env\_free\_list链表，注意顺序，envs[0]应该在链表头部位置。实现如下：

// Mark all environments in 'envs' as free, set their env\_ids to 0,

// and insert them into the env\_free\_list.

// Make sure the environments are in the free list in the same order

// they are in the envs array (i.e., so that the first call to

// env\_alloc() returns envs[0]).

//

void

env\_init(void)

{

// Set up envs array

// LAB 3: Your code here.

env\_free\_list = NULL;

for (int i = NENV - 1; i >= 0; i--) { //前插法构建链表

envs[i].env\_id = 0;

envs[i].env\_link = env\_free\_list;

env\_free\_list = &envs[i];

}

// Per-CPU part of the initialization

env\_init\_percpu(); //加载全局描述符表(GDT)

}

env\_init\_percpu()加载全局描述符表并且初始化段寄存器gs, fs, es, ds, ss。GDT定义在kern/env.c中：

struct Segdesc gdt[] =

{

// 0x0 - unused (always faults -- for trapping NULL far pointers)

SEG\_NULL,

// 0x8 - kernel code segment

[GD\_KT >> 3] = SEG(STA\_X | STA\_R, 0x0, 0xffffffff, 0),

// 0x10 - kernel data segment

[GD\_KD >> 3] = SEG(STA\_W, 0x0, 0xffffffff, 0),

// 0x18 - user code segment

[GD\_UT >> 3] = SEG(STA\_X | STA\_R, 0x0, 0xffffffff, 3),

// 0x20 - user data segment

[GD\_UD >> 3] = SEG(STA\_W, 0x0, 0xffffffff, 3),

// 0x28 - tss, initialized in trap\_init\_percpu()

[GD\_TSS0 >> 3] = SEG\_NULL

};

struct Pseudodesc gdt\_pd = {

sizeof(gdt) - 1, (unsigned long) gdt

};

**env\_setup\_vm():**

参数：

1. struct Env \*e：ENV结构指针

返回值：0表示成功，-E\_NO\_MEM表示失败，没有足够物理地址。  
作用：初始化e指向的Env结构代表的用户环境的线性地址空间，设置e->env\_pgdir字段。

// Initialize the kernel virtual memory layout for environment e.

// Allocate a page directory, set e->env\_pgdir accordingly,

// and initialize the kernel portion of the new environment's address space.

// Do NOT (yet) map anything into the user portion

// of the environment's virtual address space.

//

// Returns 0 on success, < 0 on error. Errors include:

// -E\_NO\_MEM if page directory or table could not be allocated.

//

static int

env\_setup\_vm(struct Env \*e)

{

int i;

struct PageInfo \*p = NULL;

// Allocate a page for the page directory

if (!(p = page\_alloc(ALLOC\_ZERO))) //分配一个物理页

return -E\_NO\_MEM;

// Now, set e->env\_pgdir and initialize the page directory.

//

// Hint:

// - The VA space of all envs is identical above UTOP

// (except at UVPT, which we've set below).

// See inc/memlayout.h for permissions and layout.

// Can you use kern\_pgdir as a template? Hint: Yes.

// (Make sure you got the permissions right in Lab 2.)

// - The initial VA below UTOP is empty.

// - You do not need to make any more calls to page\_alloc.

// - Note: In general, pp\_ref is not maintained for

// physical pages mapped only above UTOP, but env\_pgdir

// is an exception -- you need to increment env\_pgdir's

// pp\_ref for env\_free to work correctly.

// - The functions in kern/pmap.h are handy.

// LAB 3: Your code here.

p->pp\_ref++;

e->env\_pgdir = (pde\_t \*) page2kva(p); //刚分配的物理页作为页目录使用

memcpy(e->env\_pgdir, kern\_pgdir, PGSIZE); //继承内核页目录

// UVPT maps the env's own page table read-only.

// Permissions: kernel R, user R

e->env\_pgdir[PDX(UVPT)] = PADDR(e->env\_pgdir) | PTE\_P | PTE\_U; //唯一需要修改的是UVPT需要映射到当前环境的页目录物理地址e->env\_pgdir处，而不是内核的页目录物理地址kern\_pgdir处

return 0;

}

总的思路就是给e指向的Env结构分配页目录，并且继承内核的页目录结构，唯一需要修改的是UVPT需要映射到当前环境的页目录物理地址e->env\_pgdir处，而不是内核的页目录物理地址kern\_pgdir处。设置完页目录也就确定了当前用户环境线性地址空间到物理地址空间的映射。

**region\_alloc()**

参数：

1. struct Env \*e：需要操作的用户环境
2. void \*va：虚拟地址
3. size\_t len：长度

作用：操作e->env\_pgdir，为[va, va+len)分配物理空间。

// Allocate len bytes of physical memory for environment env,

// and map it at virtual address va in the environment's address space.

// Does not zero or otherwise initialize the mapped pages in any way.

// Pages should be writable by user and kernel.

// Panic if any allocation attempt fails.

//

static void

region\_alloc(struct Env \*e, void \*va, size\_t len)

{

// LAB 3: Your code here.

// (But only if you need it for load\_icode.)

//

// Hint: It is easier to use region\_alloc if the caller can pass

// 'va' and 'len' values that are not page-aligned.

// You should round va down, and round (va + len) up.

// (Watch out for corner-cases!)

void \*begin = ROUNDDOWN(va, PGSIZE), \*end = ROUNDUP(va+len, PGSIZE);

while (begin < end) {

struct PageInfo \*pg = page\_alloc(0); //分配一个物理页

if (!pg) {

panic("region\_alloc failed\n");

}

page\_insert(e->env\_pgdir, pg, begin, PTE\_W | PTE\_U); //修改e->env\_pgdir，建立线性地址begin到物理页pg的映射关系

begin += PGSIZE; //更新线性地址

}

}

总的来说还是用lab2实现的函数操作e->env\_pgdir结构。

**load\_icode()**

参数：

1. struct Env \*e：需要操作的用户环境
2. uint8\_t \*binary：可执行用户代码的起始地址

作用：加载binary地址开始处的ELF文件。

// Set up the initial program binary, stack, and processor flags

// for a user process.

// This function is ONLY called during kernel initialization,

// before running the first user-mode environment.

//

// This function loads all loadable segments from the ELF binary image

// into the environment's user memory, starting at the appropriate

// virtual addresses indicated in the ELF program header.

// At the same time it clears to zero any portions of these segments

// that are marked in the program header as being mapped

// but not actually present in the ELF file - i.e., the program's bss section.

//

// All this is very similar to what our boot loader does, except the boot

// loader also needs to read the code from disk. Take a look at

// boot/main.c to get ideas.

//

// Finally, this function maps one page for the program's initial stack.

//

// load\_icode panics if it encounters problems.

// - How might load\_icode fail? What might be wrong with the given input?

//

static void

load\_icode(struct Env \*e, uint8\_t \*binary)

{

// Hints:

// Load each program segment into virtual memory

// at the address specified in the ELF segment header.

// You should only load segments with ph->p\_type == ELF\_PROG\_LOAD.

// Each segment's virtual address can be found in ph->p\_va

// and its size in memory can be found in ph->p\_memsz.

// The ph->p\_filesz bytes from the ELF binary, starting at

// 'binary + ph->p\_offset', should be copied to virtual address

// ph->p\_va. Any remaining memory bytes should be cleared to zero.

// (The ELF header should have ph->p\_filesz <= ph->p\_memsz.)

// Use functions from the previous lab to allocate and map pages.

//

// All page protection bits should be user read/write for now.

// ELF segments are not necessarily page-aligned, but you can

// assume for this function that no two segments will touch

// the same virtual page.

//

// You may find a function like region\_alloc useful.

//

// Loading the segments is much simpler if you can move data

// directly into the virtual addresses stored in the ELF binary.

// So which page directory should be in force during

// this function?

//

// You must also do something with the program's entry point,

// to make sure that the environment starts executing there.

// What? (See env\_run() and env\_pop\_tf() below.)

// LAB 3: Your code here.

struct Elf \*ELFHDR = (struct Elf \*) binary;

struct Proghdr \*ph; //Program Header

int ph\_num; //Program entry number

if (ELFHDR->e\_magic != ELF\_MAGIC) {

panic("binary is not ELF format\n");

}

ph = (struct Proghdr \*) ((uint8\_t \*) ELFHDR + ELFHDR->e\_phoff);

ph\_num = ELFHDR->e\_phnum;

lcr3(PADDR(e->env\_pgdir)); //这步别忘了，虽然到目前位置e->env\_pgdir和kern\_pgdir除了PDX(UVPT)这一项不同，其他都一样。

//但是后面会给e->env\_pgdir增加映射关系

for (int i = 0; i < ph\_num; i++) {

if (ph[i].p\_type == ELF\_PROG\_LOAD) { //只加载LOAD类型的Segment

region\_alloc(e, (void \*)ph[i].p\_va, ph[i].p\_memsz);

memset((void \*)ph[i].p\_va, 0, ph[i].p\_memsz); //因为这里需要访问刚分配的内存，所以之前需要切换页目录

memcpy((void \*)ph[i].p\_va, binary + ph[i].p\_offset, ph[i].p\_filesz); //应该有如下关系：ph->p\_filesz <= ph->p\_memsz。搜索BSS段

}

}

lcr3(PADDR(kern\_pgdir));

e->env\_tf.tf\_eip = ELFHDR->e\_entry;

// Now map one page for the program's initial stack

// at virtual address USTACKTOP - PGSIZE.

// LAB 3: Your code here.

region\_alloc(e, (void \*) (USTACKTOP - PGSIZE), PGSIZE);

}

这里相当于实现一个ELF可执行文件加载器，不熟悉ELF文件结构的同学可以参考我之前的笔记[ELF格式](https://www.cnblogs.com/gatsby123/p/9750187.html)。ELF文件以一个ELF文件头开始，通过ELFHDR->e\_magic字段判断该文件是否是ELF格式的，然后通过ELFHDR->e\_phoff获取程序头距离ELF文件的偏移，ph指向的就是程序头的起始位置，相当于一个数组，程序头记录了有哪些Segment需要加载，加载到线性地址的何处？ph\_num保存了总共有多少Segment。遍历ph数组，分配线性地址p\_va开始的p\_memsz大小的空间。并将ELF文件中binary + ph[i].p\_offset偏移处的Segment拷贝到线性地址p\_va处。  
有一点需要注意，在执行for循环前，需要加载e->env\_pgdir，也就是这句lcr3(PADDR(e->env\_pgdir));因为我们要将Segment拷贝到用户的线性地址空间内，而不是内核的线性地址空间。  
加载完Segment后需要设置e->env\_tf.tf\_eip = ELFHDR->e\_entry;也就是程序第一条指令的位置。  
最后region\_alloc(e, (void \*) (USTACKTOP - PGSIZE), PGSIZE);为用户环境分配栈空间。

**env\_create()**

参数：

1. uint8\_t \*binary：将要加载的可执行文件的起始位置
2. enum EnvType type：用户环境类型

作用：从env\_free\_list链表拿一个Env结构，加载从binary地址开始处的ELF可执行文件到该Env结构。

// Allocates a new env with env\_alloc, loads the named elf

// binary into it with load\_icode, and sets its env\_type.

// This function is ONLY called during kernel initialization,

// before running the first user-mode environment.

// The new env's parent ID is set to 0.

//

void

env\_create(uint8\_t \*binary, enum EnvType type)

{

// LAB 3: Your code here.

struct Env \*e;

int r;

if ((r = env\_alloc(&e, 0) != 0)) {

panic("create env failed\n");

}

load\_icode(e, binary);

e->env\_type = type;

}

env\_alloc()， load\_icode()前面已经实现了，所以不难理解。

**env\_run(struct Env \*e)  
参数：**

1. struct Env \*e：需要执行的用户环境

作用：执行e指向的用户环境

// Context switch from curenv to env e.

// Note: if this is the first call to env\_run, curenv is NULL.

//

// This function does not return.

//

void

env\_run(struct Env \*e)

{

// Step 1: If this is a context switch (a new environment is running):

// 1. Set the current environment (if any) back to

// ENV\_RUNNABLE if it is ENV\_RUNNING (think about

// what other states it can be in),

// 2. Set 'curenv' to the new environment,

// 3. Set its status to ENV\_RUNNING,

// 4. Update its 'env\_runs' counter,

// 5. Use lcr3() to switch to its address space.

// Step 2: Use env\_pop\_tf() to restore the environment's

// registers and drop into user mode in the

// environment.

// Hint: This function loads the new environment's state from

// e->env\_tf. Go back through the code you wrote above

// and make sure you have set the relevant parts of

// e->env\_tf to sensible values.

// LAB 3: Your code here.

if (curenv != NULL && curenv->env\_status == ENV\_RUNNING) {

curenv->env\_status = ENV\_RUNNABLE;

}

curenv = e;

e->env\_status = ENV\_RUNNING;

e->env\_runs++;

lcr3(PADDR(e->env\_pgdir)); //加载线性地址空间

env\_pop\_tf(&e->env\_tf); //弹出env\_tf结构到寄存器

}

该函数首先设置curenv，然后修改e->env\_status，e->env\_runs两个字段。  
接着加载线性地址空间，最后将e->env\_tf结构中的寄存器快照弹出到寄存器，这样就会从新的%eip地址处读取指令进行解析。  
Trapframe结构和env\_pop\_tf()函数如下：

struct PushRegs {

/\* registers as pushed by pusha \*/

uint32\_t reg\_edi;

uint32\_t reg\_esi;

uint32\_t reg\_ebp;

uint32\_t reg\_oesp; /\* Useless \*/

uint32\_t reg\_ebx;

uint32\_t reg\_edx;

uint32\_t reg\_ecx;

uint32\_t reg\_eax;

} \_\_attribute\_\_((packed));

struct Trapframe {

struct PushRegs tf\_regs;

uint16\_t tf\_es;

uint16\_t tf\_padding1;

uint16\_t tf\_ds;

uint16\_t tf\_padding2;

uint32\_t tf\_trapno;

/\* below here defined by x86 hardware \*/

uint32\_t tf\_err;

uintptr\_t tf\_eip;

uint16\_t tf\_cs;

uint16\_t tf\_padding3;

uint32\_t tf\_eflags;

/\* below here only when crossing rings, such as from user to kernel \*/

uintptr\_t tf\_esp;

uint16\_t tf\_ss;

uint16\_t tf\_padding4;

} \_\_attribute\_\_((packed));

// Restores the register values in the Trapframe with the 'iret' instruction.

// This exits the kernel and starts executing some environment's code.

//

// This function does not return.

//

void

env\_pop\_tf(struct Trapframe \*tf)

{

asm volatile(

"\tmovl %0,%%esp\n" //将%esp指向tf地址处

"\tpopal\n" //弹出Trapframe结构中的tf\_regs值到通用寄存器

"\tpopl %%es\n" //弹出Trapframe结构中的tf\_es值到%es寄存器

"\tpopl %%ds\n" //弹出Trapframe结构中的tf\_ds值到%ds寄存器

"\taddl $0x8,%%esp\n" /\* skip tf\_trapno and tf\_errcode \*/

"\tiret\n" //中断返回指令，具体动作如下：从Trapframe结构中依次弹出tf\_eip,tf\_cs,tf\_eflags,tf\_esp,tf\_ss到相应寄存器

: : "g" (tf) : "memory");

panic("iret failed"); /\* mostly to placate the compiler \*/

}

PushRegs结构保存的正是通用寄存器的值，env\_pop\_tf()第一条指令，将将%esp指向tf地址处，也就是将栈顶指向Trapframe结构开始处，Trapframe结构开始处正是一个PushRegs结构，popal将PushRegs结构中保存的通用寄存器值弹出到寄存器中，接着按顺序弹出寄存器%es, %ds。最后执行iret指令，该指令是中断返回指令，具体动作如下：从Trapframe结构中依次弹出tf\_eip,tf\_cs,tf\_eflags,tf\_esp,tf\_ss到相应寄存器。你会发现和Trapframe结构从上往下是完全一致的。

最后总结下这些函数的调用关系：

env\_create()

-->env\_alloc()

-->env\_setup\_vm()

-->load\_icode()

-->region\_alloc()

现在i386\_init()函数中的env\_run(&envs[0]);调用应该能正常执行，并且将控制转移到hello（user/hello.c）程序中。我们用GDB在env\_pop\_tf()函数设置断点，然后通过指令si，单步调试，观察iret指令前后寄存器的变化。iret指令后执行的第一条指令应该是cmpl指令（lib/entry.S中的start label处）然后进入hello中执行（可以查看hello的反汇编obj/user/hello.asm），如果顺利将会执行到一条int指令，这是一个系统调用，将字符显示到控制台，但是现在还不起作用。

The target architecture is assumed to be i8086

[f000:fff0] 0xffff0: ljmp $0xf000,$0xe05b

0x0000fff0 in ?? ()

+ symbol-file obj/kern/kernel

(gdb) b env\_pop\_tf //设置断点

Breakpoint 1 at 0xf0102d5f: file kern/env.c, line 470.

(gdb) c

Continuing.

The target architecture is assumed to be i386

=> 0xf0102d5f <env\_pop\_tf>: push %ebp

Breakpoint 1, env\_pop\_tf (tf=0xf01b2000) at kern/env.c:470

470 {

(gdb) si //单步

=> 0xf0102d60 <env\_pop\_tf+1>: mov %esp,%ebp

0xf0102d60 470 {

(gdb) //单步

=> 0xf0102d62 <env\_pop\_tf+3>: sub $0xc,%esp

0xf0102d62 470 {

(gdb) //单步

=> 0xf0102d65 <env\_pop\_tf+6>: mov 0x8(%ebp),%esp

471 asm volatile(

(gdb) //单步

=> 0xf0102d68 <env\_pop\_tf+9>: popa

0xf0102d68 471 asm volatile(

(gdb) //单步

=> 0xf0102d69 <env\_pop\_tf+10>: pop %es

0xf0102d69 in env\_pop\_tf (tf=<error reading variable: Unknown argument list address for `tf'.>)

at kern/env.c:471

471 asm volatile(

(gdb) //单步

=> 0xf0102d6a <env\_pop\_tf+11>: pop %ds

0xf0102d6a 471 asm volatile(

(gdb) //单步

=> 0xf0102d6b <env\_pop\_tf+12>: add $0x8,%esp

0xf0102d6b 471 asm volatile(

(gdb) //单步

=> 0xf0102d6e <env\_pop\_tf+15>: iret

0xf0102d6e 471 asm volatile(

(gdb) info registers //在执行iret前，查看寄存器信息

eax 0x0 0

ecx 0x0 0

edx 0x0 0

ebx 0x0 0

esp 0xf01b2030 0xf01b2030

ebp 0x0 0x0

esi 0x0 0

edi 0x0 0

eip 0xf0102d6e 0xf0102d6e <env\_pop\_tf+15>

eflags 0x96 [ PF AF SF ]

cs 0x8 8 //0x8正是内核代码段的段选择子

ss 0x10 16

ds 0x23 35

es 0x23 35

fs 0x23 35

gs 0x23 35

(gdb) si //单步执行，指令应该执行iret指令

=> 0x800020: cmp $0xeebfe000,%esp

0x00800020 in ?? ()

(gdb) info registers //执行iret指令后，差看寄存器

eax 0x0 0

ecx 0x0 0

edx 0x0 0

ebx 0x0 0

esp 0xeebfe000 0xeebfe000

ebp 0x0 0x0

esi 0x0 0

edi 0x0 0

eip 0x800020 0x800020

eflags 0x2 [ ]

cs 0x1b 27 //0x18是用户代码段的在GDT中的偏移，用户权限是0x3，所以选择子正好是0x1b

ss 0x23 35 //这些寄存器值都是在env\_alloc()中被设置好的

ds 0x23 35

es 0x23 35

fs 0x23 35

gs 0x23 35

(gdb) b \*0x800a1c //通过查看obj/user/hello.asm找到断点位置

Breakpoint 2 at 0x800a1c

(gdb) c

Continuing.

=> 0x800a1c: int $0x30 //系统调用指令，现在还不起作用

Breakpoint 2, 0x00800a1c in ?? ()

(gdb)

观察执行iret前后的cs段寄存器的值，执行iret前cs的值0x8正是内核代码段的段选择子（GD\_KT定义在inc/memlayout.h中），执行后cs的值0x1b，0x18是用户代码段的在GDT中的偏移（GD\_UT定义在inc/memlayout.h中），用户权限是0x3，所以选择子正好是0x1b。  
现在来看env\_alloc()函数：

// Allocates and initializes a new environment.

// On success, the new environment is stored in \*newenv\_store.

//

// Returns 0 on success, < 0 on failure. Errors include:

// -E\_NO\_FREE\_ENV if all NENV environments are allocated

// -E\_NO\_MEM on memory exhaustion

//

int

env\_alloc(struct Env \*\*newenv\_store, envid\_t parent\_id)

{

int32\_t generation;

int r;

struct Env \*e;

if (!(e = env\_free\_list))

return -E\_NO\_FREE\_ENV;

// Allocate and set up the page directory for this environment.

if ((r = env\_setup\_vm(e)) < 0)

return r;

// Generate an env\_id for this environment.

generation = (e->env\_id + (1 << ENVGENSHIFT)) & ~(NENV - 1);

if (generation <= 0) // Don't create a negative env\_id.

generation = 1 << ENVGENSHIFT;

e->env\_id = generation | (e - envs);

// Set the basic status variables.

e->env\_parent\_id = parent\_id;

e->env\_type = ENV\_TYPE\_USER;

e->env\_status = ENV\_RUNNABLE;

e->env\_runs = 0;

// Clear out all the saved register state,

// to prevent the register values

// of a prior environment inhabiting this Env structure

// from "leaking" into our new environment.

memset(&e->env\_tf, 0, sizeof(e->env\_tf));

// Set up appropriate initial values for the segment registers.

// GD\_UD is the user data segment selector in the GDT, and

// GD\_UT is the user text segment selector (see inc/memlayout.h).

// The low 2 bits of each segment register contains the

// Requestor Privilege Level (RPL); 3 means user mode. When

// we switch privilege levels, the hardware does various

// checks involving the RPL and the Descriptor Privilege Level

// (DPL) stored in the descriptors themselves.

e->env\_tf.tf\_ds = GD\_UD | 3; //设置ds

e->env\_tf.tf\_es = GD\_UD | 3; //设置es

e->env\_tf.tf\_ss = GD\_UD | 3; //设置ss

e->env\_tf.tf\_esp = USTACKTOP; //设置esp

e->env\_tf.tf\_cs = GD\_UT | 3; //设置cs

// You will set e->env\_tf.tf\_eip later.

// commit the allocation

env\_free\_list = e->env\_link;

\*newenv\_store = e;

cprintf("[%08x] new env %08x\n", curenv ? curenv->env\_id : 0, e->env\_id);

return 0;

}

这里就是设置e->env\_tf结构的地方，设置完后再执行iret指令，寄存器就会加载这些设置了的值。豁然开朗了。

**Handling Interrupts and Exceptions**

**Basics of Protected Control Transfer**

阅读[Chapter 9, Exceptions and Interrupts](https://pdos.csail.mit.edu/6.828/2018/readings/i386/c09.htm)熟悉x86中断和异常机制。  
中断和异常都是保护控制转换。在Intel体系语义下，中断是一种由处理器之外的异步事件引起的保护控制转换，比如外部设备的通知。异常是由正在执行的代码引起的同步的保护控制转换，比如访问无效内存，或者除以0。  
为了防止中断发生时，当前运行的代码不会跳转到内核的任意位置执行，x86提供了两种机制：

1. 中断描述符表：处理器确保异常或中断发生时，只会跳转到由内核定义的代码点处执行。x86允许256种不同的中断或异常进入点，每一个都有一个向量号，从0到255。CPU使用向量号作为IDT的索引，取出一个IDT描述符，根据IDT描述符可以获取中断处理函数cs和eip的值，从而进入中断处理函数执行。
2. 任务状态段(TSS)：当x86异常发生，并且发生了从用户模式到内核模式的转换时，处理器也会进行栈切换。一个叫做task state segment (TSS)的结构指定了栈的位置。TSS是一个很大的数据结构，由于JOS中内核模式就是指权限0，所以处理器只使用TSS结构的ESP0和SS0两个字段来定义内核栈，其它字段不使用。那么内核如何找到这个TSS结构的呢？JOS内核维护了一个static struct Taskstate ts;的变量，然后在trap\_init\_percpu()函数中，设置TSS选择子（使用ltr指令）。

void

trap\_init\_percpu(void)

{

    // Setup a TSS so that we get the right stack

    // when we trap to the kernel.

    ts.ts\_esp0 = KSTACKTOP;

    ts.ts\_ss0 = GD\_KD;

    ts.ts\_iomb = sizeof(struct Taskstate);

    // Initialize the TSS slot of the gdt.

    gdt[GD\_TSS0 >> 3] = SEG16(STS\_T32A, (uint32\_t) (&ts),

                    sizeof(struct Taskstate) - 1, 0);

    gdt[GD\_TSS0 >> 3].sd\_s = 0;

    // Load the TSS selector (like other segment selectors, the

    // bottom three bits are special; we leave them 0)

    ltr(GD\_TSS0); //设置TSS选择子

    // Load the IDT

    lidt(&idt\_pd);

}

到目前我们已经碰到很多除通用寄存器之外的寄存器了，下图总结了各种寄存器：  
![CPU模型](data:image/png;base64,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)

1. TSS选择器就是刚才用ltr指令设置的。中断发生时，自动通过该寄存器找到TSS结构（JOS中是ts这个变量），将栈寄存器SS和ESP分别设置为其中的SS0和ESP0两个字段的值，这样栈就切换到了内核栈。
2. GDTR就是全局描述符表寄存器，之前已经设置过了。
3. PDBR是页目录基址寄存器，通过该寄存器找到页目录和页表，将虚拟地址映射为物理地址。
4. IDTR是中断描述符表寄存器，通过这个寄存器中的值可以找到中断表。

**Types of Exceptions and Interrupts**

0-31号中断都是同步中断，缺页中断就是14号，31号以上的中断可以由int指令，或者外部设备触发。在JOS中，将用48号中断作为系统调用中断。

**An Example**

假设处理器正在执行代码，这时遇到一条除法指令尝试除以0，处理器将会做如下动作：

1. 将栈切换到TSS的SS0和ESP0字段定义的内核栈中，在JOS中两个值分别是GD\_KD和KSTACKTOP。
2. 处理器在内核栈中压入如下参数：

+--------------------+ KSTACKTOP

| 0x00000 | old SS | " - 4

| old ESP | " - 8

| old EFLAGS | " - 12

| 0x00000 | old CS | " - 16

| old EIP | " - 20 <---- ESP

+--------------------+

1. 除以0的异常中断号是0，处理器读取IDT的第0项，从中解析出CS:EIP。
2. CS:EIP处的异常处理函数执行。  
   对于一些异常来说，除了压入上图五个word，还会压入错误代码，如下所示：

+--------------------+ KSTACKTOP

| 0x00000 | old SS | " - 4

| old ESP | " - 8

| old EFLAGS | " - 12

| 0x00000 | old CS | " - 16

| old EIP | " - 20

| error code | " - 24 <---- ESP

+--------------------+

仔细观察压入的数据和Trapframe结构，你会发现是一致的。

**Exercise 4**

需要我们修改trapentry.S和trap.c建立异常处理函数，在trap\_init()中建立并且加载IDT。

在trapentry.S中加入如下代码：

#define TRAPHANDLER(name, num)                      \

    .globl name;        /\* define global symbol for 'name' \*/   \

    .type name, @function;  /\* symbol type is function \*/       \

    .align 2;       /\* align function definition \*/     \

    name:           /\* function starts here \*/      \

    pushl $(num);                           \

    jmp \_alltraps

/\* Use TRAPHANDLER\_NOEC for traps where the CPU doesn't push an error code.

\* It pushes a 0 in place of the error code, so the trap frame has the same

\* format in either case.

\*/

#define TRAPHANDLER\_NOEC(name, num)                 \

    .globl name;                            \

    .type name, @function;                      \

    .align 2;                           \

    name:                               \

    pushl $0;                           \

    pushl $(num);                           \

    jmp \_alltraps

.text

/\*

\* Lab 3: Your code here for generating entry points for the different traps.

\*/

TRAPHANDLER\_NOEC(th0, 0)

TRAPHANDLER\_NOEC(th1, 1)

TRAPHANDLER\_NOEC(th3, 3)

TRAPHANDLER\_NOEC(th4, 4)

TRAPHANDLER\_NOEC(th5, 5)

TRAPHANDLER\_NOEC(th6, 6)

TRAPHANDLER\_NOEC(th7, 7)

TRAPHANDLER(th8, 8)

TRAPHANDLER\_NOEC(th9, 9)

TRAPHANDLER(th10, 10)

TRAPHANDLER(th11, 11)

TRAPHANDLER(th12, 12)

TRAPHANDLER(th13, 13)

TRAPHANDLER(th14, 14)

TRAPHANDLER\_NOEC(th16, 16)

TRAPHANDLER\_NOEC(th\_syscall, T\_SYSCALL)

/\*

\* Lab 3: Your code here for \_alltraps

\*/

//参考inc/trap.h中的Trapframe结构。tf\_ss，tf\_esp，tf\_eflags，tf\_cs，tf\_eip，tf\_err在中断发生时由处理器压入，所以现在只需要压入剩下寄存器（%ds,%es,通用寄存器）

//切换到内核数据段

\_alltraps:

pushl %ds

pushl %es

pushal

pushl $GD\_KD

popl %ds

pushl $GD\_KD

popl %es

pushl %esp //压入trap()的参数tf，%esp指向Trapframe结构的起始地址

call trap //调用trap()函数

我们使用TRAPHANDLER和TRAPHANDLER\_NOEC宏创建0~16号中断的中断处理函数。TRAPHANDLER和TRAPHANDLER\_NOEC创建的函数都会跳转到\_alltraps处，这里参考inc/trap.h中的Trapframe结构，tf\_ss，tf\_esp，tf\_eflags，tf\_cs，tf\_eip，tf\_err在中断发生时由处理器压入，所以现在只需要压入剩下寄存器（%ds,%es,通用寄存器）。然后将%esp压入栈中（也就是压入trap()的参数tf），这里不明白的同学回顾下lab1函数调用的过程。最后跳转到trap()函数执行。  
现在异常处理函数有了，还没有建立IDT，下面修改trap\_init()：

#define SETGATE(gate, istrap, sel, off, dpl)            \

{                               \

    (gate).gd\_off\_15\_0 = (uint32\_t) (off) & 0xffff;     \

    (gate).gd\_sel = (sel);                  \

    (gate).gd\_args = 0;                 \

    (gate).gd\_rsv1 = 0;                 \

    (gate).gd\_type = (istrap) ? STS\_TG32 : STS\_IG32;    \

    (gate).gd\_s = 0;                    \

    (gate).gd\_dpl = (dpl);                  \

    (gate).gd\_p = 1;                    \

    (gate).gd\_off\_31\_16 = (uint32\_t) (off) >> 16;       \

}

void

trap\_init(void)

{

extern struct Segdesc gdt[];

// LAB 3: Your code here.

void th0();

void th1();

void th3();

void th4();

void th5();

void th6();

void th7();

void th8();

void th9();

void th10();

void th11();

void th12();

void th13();

void th14();

void th16();

void th\_syscall();

SETGATE(idt[0], 0, GD\_KT, th0, 0); //格式如下：SETGATE(gate, istrap, sel, off, dpl)，定义在inc/mmu.h中

SETGATE(idt[1], 0, GD\_KT, th1, 0); //设置idt[1]，段选择子为内核代码段，段内偏移为th1

SETGATE(idt[3], 0, GD\_KT, th3, 3);

SETGATE(idt[4], 0, GD\_KT, th4, 0);

SETGATE(idt[5], 0, GD\_KT, th5, 0);

SETGATE(idt[6], 0, GD\_KT, th6, 0);

SETGATE(idt[7], 0, GD\_KT, th7, 0);

SETGATE(idt[8], 0, GD\_KT, th8, 0);

SETGATE(idt[9], 0, GD\_KT, th9, 0);

SETGATE(idt[10], 0, GD\_KT, th10, 0);

SETGATE(idt[11], 0, GD\_KT, th11, 0);

SETGATE(idt[12], 0, GD\_KT, th12, 0);

SETGATE(idt[13], 0, GD\_KT, th13, 0);

SETGATE(idt[14], 0, GD\_KT, th14, 0);

SETGATE(idt[16], 0, GD\_KT, th16, 0);

SETGATE(idt[T\_SYSCALL], 0, GD\_KT, th\_syscall, 3); //为什么门的DPL要定义为3，参考《x86汇编语言-从实模式到保护模式》p345

// Per-CPU setup

trap\_init\_percpu();

}

该函数会在进入内核时由i386\_init()调用。我们添加的代码就是建立IDT，trap\_init\_percpu()中的lidt(&idt\_pd);正式加载IDT。

**Part B: Page Faults, Breakpoints Exceptions, and System Calls**

**Handling Page Faults**

缺页中断中断号是14，发生时引发缺页中断的线性地址将会被存储到CR2寄存器中。

**Exercise 5**

修改trap\_dispatch()，将页错误分配给page\_fault\_handler()处理。在trap\_dispatch()添加如下代码：

// LAB 3: Your code here.

if (tf->tf\_trapno == T\_PGFLT) {

page\_fault\_handler(tf);

return;

}

**The Breakpoint Exception**

断点异常中断号是3，调试器常常插入一字节的int3指令临时替代某条指令，从而引发断点异常。

**Exercise 6**

修改trap\_dispatch()，使得当断点异常发生时调用内核的monitor。在trap\_dispatch()继续添加如下代码：

if (tf->tf\_trapno == T\_BRKPT) {

monitor(tf);

return;

}

**System calls**

JOS使用int指令实现系统调用，使用0x30作为中断号。应用使用寄存器传递系统调用号和参数。系统调用号保存在%eax，五个参数依次保存在%edx, %ecx, %ebx, %edi, %esi中。返回值保存在%eax中。

**Exercise 7**

需要我们做如下几件事：

1. 为中断号T\_SYSCALL添加一个中断处理函数
2. 在trap\_dispatch()中判断中断号如果是T\_SYSCALL，调用定义在kern/syscall.c中的syscall()函数，并将syscall()保存的返回值保存到tf->tf\_regs.reg\_eax等将来恢复到eax寄存器中。
3. 修改kern/syscall.c中的syscall()函数，使能处理定义在inc/syscall.h中的所有系统调用。

步骤一如下：分别在trapentry.S和trap.c的trap\_init()函数中添加如下代码：

TRAPHANDLER\_NOEC(th\_syscall, T\_SYSCALL)

SETGATE(idt[T\_SYSCALL], 0, GD\_KT, th\_syscall, 3); //为什么门的DPL要定义为3，参考《x86汇编语言-从实模式到保护模式》p345

步骤二：在trap.c的trap\_dispatch()中添加如下代码：

if (tf->tf\_trapno == T\_SYSCALL) { //如果是系统调用，按照前文说的规则，从寄存器中取出系统调用号和五个参数，传给kern/syscall.c中的syscall()，并将返回值保存到tf->tf\_regs.reg\_eax

tf->tf\_regs.reg\_eax = syscall(tf->tf\_regs.reg\_eax, tf->tf\_regs.reg\_edx, tf->tf\_regs.reg\_ecx,

tf->tf\_regs.reg\_ebx, tf->tf\_regs.reg\_edi, tf->tf\_regs.reg\_esi);

return;

}

步骤三：修改kern/syscall.c中的syscall()

// Dispatches to the correct kernel function, passing the arguments.

int32\_t

syscall(uint32\_t syscallno, uint32\_t a1, uint32\_t a2, uint32\_t a3, uint32\_t a4, uint32\_t a5)

{

// Call the function corresponding to the 'syscallno' parameter.

// Return any appropriate return value.

// LAB 3: Your code here.

int32\_t ret;

switch (syscallno) { //根据系统调用号调用相应函数

case SYS\_cputs:

sys\_cputs((char \*)a1, (size\_t)a2);

ret = 0;

break;

case SYS\_cgetc:

ret = sys\_cgetc();

break;

case SYS\_getenvid:

ret = sys\_getenvid();

break;

case SYS\_env\_destroy:

ret = sys\_env\_destroy((envid\_t)a1);

break;

default:

return -E\_INVAL;

}

return ret;

}

现在回顾一下系统调用的完成流程：以user/hello.c为例，其中调用了cprintf()，注意这是lib/print.c中的cprintf，该cprintf()最终会调用lib/syscall.c中的sys\_cputs()，sys\_cputs()又会调用lib/syscall.c中的syscall()，该函数将系统调用号放入%eax寄存器，五个参数依次放入in DX, CX, BX, DI, SI，然后执行指令int 0x30，发生中断后，去IDT中查找中断处理函数，最终会走到kern/trap.c的trap\_dispatch()中，我们根据中断号0x30，又会调用kern/syscall.c中的syscall()函数（注意这时候我们已经进入了内核模式CPL=0），在该函数中根据系统调用号调用kern/print.c中的cprintf()函数，该函数最终调用kern/console.c中的cputchar()将字符串打印到控制台。当trap\_dispatch()返回后，trap()会调用env\_run(curenv);，该函数前面讲过，会将curenv->env\_tf结构中保存的寄存器快照重新恢复到寄存器中，这样又会回到用户程序系统调用之后的那条指令运行，只是这时候已经执行了系统调用并且寄存器eax中保存着系统调用的返回值。任务完成重新回到用户模式CPL=3。

**Exercise 8**

用户程序执行后都会走到lib/libmain.c中的libmain()，需要修改该函数初始化其中的const volatile struct Env \*thisenv;变量。

void

libmain(int argc, char \*\*argv)

{

// set thisenv to point at our Env structure in envs[].

// LAB 3: Your code here.

envid\_t envid = sys\_getenvid(); //系统调用，我们已经在Exercise 7中实现了

thisenv = envs + ENVX(envid); //获取Env结构指针

// save the name of the program so that panic() can use it

if (argc > 0)

binaryname = argv[0];

// call user main routine

umain(argc, argv);

// exit gracefully

exit();

}

如果一切顺利：user/hello.c：

void

umain(int argc, char \*\*argv)

{

cprintf("hello, world\n");

cprintf("i am environment %08x\n", thisenv->env\_id); //现在我们已经初始化了thisenv变量了，所以可以打印处来了O(∩\_∩)O

}

将先打印出'hello, world'，然后打印'i am environment 00001000'。

**Page faults and memory protection**

操作系统依赖处理器的来实现内存保护。当程序试图访问无效地址或没有访问权限时，处理器在当前指令停住，引发中断进入内核。如果内核能够修复，则在刚才的指令处继续执行，否则程序将无法接着运行。系统调用也为内存保护带来了问题。大部分系统调用接口让用户程序传递一个指针参数给内核。这些指针指向的是用户缓冲区。通过这种方式，系统调用在执行时就可以解引用这些指针。但是这里有两个问题：

1. 在内核中的page fault要比在用户程序中的page fault更严重。如果内核在操作自己的数据结构时出现 page faults，这是一个内核的bug，而且异常处理程序会中断整个内核。但是当内核在解引用由用户程序传递来的指针时，它需要一种方法去记录此时出现的任何page faults都是由用户程序带来的。
2. 内核通常比用户程序有着更高的内存访问权限。用户程序很有可能要传递一个指针给系统调用，这个指针指向的内存区域是内核可以进行读写的，但是用户程序不能。此时内核必须小心的去解析这个指针，否则的话内核的重要信息很有可能被泄露。

**Exercise 9**

需要我们做两件事情：

1. 首先如果页错误发生在内核态时应该直接panic。
2. 实现kern/pmap.c中的user\_mem\_check()工具函数，该函数检测用户环境是否有权限访问线性地址区域[va, va+len)。然后对在kern/syscall.c中的系统调用函数使用user\_mem\_check()工具函数进行内存访问权限检查。

第一步：在page\_fault\_handler()中添加如下代码：

if ((tf->tf\_cs & 3) == 0) //内核态发生缺页中断直接panic

panic("page\_fault\_handler():page fault in kernel mode!\n");

第二步：修改kern/pmap.c中的user\_mem\_check()，进行检查

// Check that an environment is allowed to access the range of memory

// [va, va+len) with permissions 'perm | PTE\_P'.

// Normally 'perm' will contain PTE\_U at least, but this is not required.

// 'va' and 'len' need not be page-aligned; you must test every page that

// contains any of that range. You will test either 'len/PGSIZE',

// 'len/PGSIZE + 1', or 'len/PGSIZE + 2' pages.

//

// A user program can access a virtual address if (1) the address is below

// ULIM, and (2) the page table gives it permission. These are exactly

// the tests you should implement here.

//

// If there is an error, set the 'user\_mem\_check\_addr' variable to the first

// erroneous virtual address.

//

// Returns 0 if the user program can access this range of addresses,

// and -E\_FAULT otherwise.

//

int

user\_mem\_check(struct Env \*env, const void \*va, size\_t len, int perm)

{

// LAB 3: Your code here.

cprintf("user\_mem\_check va: %x, len: %x\n", va, len);

uint32\_t begin = (uint32\_t) ROUNDDOWN(va, PGSIZE);

uint32\_t end = (uint32\_t) ROUNDUP(va+len, PGSIZE);

uint32\_t i;

for (i = (uint32\_t)begin; i < end; i += PGSIZE) {

pte\_t \*pte = pgdir\_walk(env->env\_pgdir, (void\*)i, 0);

if ((i >= ULIM) || !pte || !(\*pte & PTE\_P) || ((\*pte & perm) != perm)) { //具体检测规则

user\_mem\_check\_addr = (i < (uint32\_t)va ? (uint32\_t)va : i); //记录无效的那个线性地址

return -E\_FAULT;

}

}

cprintf("user\_mem\_check success va: %x, len: %x\n", va, len);

return 0;

}

//

// Checks that environment 'env' is allowed to access the range

// of memory [va, va+len) with permissions 'perm | PTE\_U | PTE\_P'.

// If it can, then the function simply returns.

// If it cannot, 'env' is destroyed and, if env is the current

// environment, this function will not return.

//

void

user\_mem\_assert(struct Env \*env, const void \*va, size\_t len, int perm)

{

if (user\_mem\_check(env, va, len, perm | PTE\_U) < 0) {

cprintf("[%08x] user\_mem\_check assertion failure for "

"va %08x\n", env->env\_id, user\_mem\_check\_addr);

env\_destroy(env); // may not return

}

}

有了工具函数，我们看kern/syscall.c中的系统调用函数只有sys\_cputs()参数中有指针，所以需要对其进行检测：

// Print a string to the system console.

// The string is exactly 'len' characters long.

// Destroys the environment on memory errors.

static void

sys\_cputs(const char \*s, size\_t len)

{

// Check that the user has permission to read memory [s, s+len).

// Destroy the environment if not.

// LAB 3: Your code here.

user\_mem\_assert(curenv, s, len, 0);

// Print the string supplied by the user.

cprintf("%.\*s", len, s);

}

所有做完后，运行user/buggyhello，将会看到如下输出：

[00001000] user\_mem\_check assertion failure for va 00000001

[00001000] free env 00001000

Destroyed the only environment - nothing more to do!

结束实验9实际上实验10也一并做完了。

**总结**

至此，lab3的所有实验都已完成。如果顺利运行./grade-lab3会看到：  
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